输入：离散的采样点坐标和高度值(x\_0,y\_0,value\_0),(x\_1,y\_1,value\_1)......(x\_n, y\_n, value\_n)

输出：等高线图，如下所示

![C:\Users\wyz\Documents\My Knowledge\temp\98b2893e-e32a-40d0-a77e-c18e34fe1779_4_files\087b54d6-6db8-4820-8ced-c7fe4c37b6e7.png](data:image/png;base64,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)

　　wiki上的[Marching squares](http://en.wikipedia.org/wiki/Marching_squares)算法对此有很好的说明，我也是按照wiki上面的步骤来实现这个算法的，下面对该算法的步骤进行简要说明。

输入参数：

1、点的集合(x\_0,y\_0,value\_0),(x\_1,y\_1,value\_1)......(x\_n, y\_n, value\_n) ;

2、高度值数组，即每条等高线表示的值，以上图为例是[0.0, 0.1, 0.2, .... 1.0]共10个区间，9个等高线值；

3、颜色数组，必须与高度值数组等长。

步骤：

1、构造矩阵

计算出输入点的x,y范围，即找到xmin, ymin, xmax, ymax，形成一个rectangle,然后拟定一个step，形成一个空的矩阵，step越小，等高线越平滑，计算速度也越慢。

2、矩阵插值

由输入点的值确定矩阵上每一个元素的值，这样一来，稀疏的输入点就变成了一个稠密的矩阵。一种简单的插值方式是：

matrix(x,y) = Sum(1/dist[i]^2 \* value[i]) / Sum(1/dist[i]^2),其中dist[i]表示第i个点到(x,y)的欧式距离。

3、画等高线

到这里就可以完全按照wiki上的[Marching squares](http://en.wikipedia.org/wiki/Marching_squares)来进行了。Marching squares算法把等高线绘制分成了两种情况，其一是只画线不上色，即isoLine算法，这种比较简单，不做讨论了；其二是画等高带，即isoBand算法，也就是本文采用的方法，如下说明：

对于每一个等高带，从高度数组中取出相临的两个阈值（如0.0, 0.1），从颜色数组中取一个颜色，用两个阈值把矩阵三值化成为一个只包含0,1,2的矩阵。0表示小于矩阵元素小于这两个阈值，1表示介于其中间，2表示大于这两个阈值。

这时，你的矩阵中就只有(0,1,2）三个值了，然后考虑矩阵中的每四个元素组成的单位正方形的状态，该状态由其四个角的元素值唯一确定，共3^4 = 81种，然后根据这81种情况分类讨论，分别上色了，此处请参考wiki的marching square页面。

如此，第一种颜色的等高带就画完了，把第3步的内容重复10次，画完所有的等高线。

补充一段第3步的actionscript代码，是我按照wiki的步骤实现的

public function isoband(data:qyMatrix, thArray:Array,

dstLayer:GraphicsLayer, extent:Extent):Vector.<Polygon>

{

var x:int, y:int, k:int;

var count:int=0;

var squareWidth:Number = extent.width / (data.width - 1);

var squareHeight:Number = extent.height / (data.height - 1);

var dstPolygonVec:Vector.<Polygon> = new Vector.<Polygon>(thArray.length - 1);

// 等值线的每一个阈值

for (k=0; k<thArray.length - 1; k++){

// 3值化

var stateMat:qyMatrix = new qyMatrix(data.width, data.height);

for (y=0; y<data.height; y++){

for (x=0; x<data.width; x++){

if (data.getData(x, y) < thArray[k]){

stateMat.setData(x, y, 0);

}

else{

if (data.getData(x, y) < thArray[k+1]){

stateMat.setData(x, y, 1);

}

else{

stateMat.setData(x, y, 2);

}

}

}

}

var x1:Number, y1:Number, x2:Number, y2:Number, x3:Number, y3:Number, x4:Number, y4:Number;

var polygon:Polygon = new Polygon;

for (y=0; y<data.height - 1; y++){

var ymin:Number = extent.ymin + y / (data.height - 1) \* extent.height;

var ymax:Number = extent.ymin + (y+1) / (data.height - 1) \* extent.height;

for (x=0; x<data.width - 1; x++){

var xmin:Number = extent.xmin + x / (data.width - 1) \* extent.width;

var xmax:Number = extent.xmin + (x+1) / (data.width - 1) \* extent.width;

// square 四角坐标

var p7:MapPoint = new MapPoint (xmin, ymin);

var p9:MapPoint = new MapPoint (xmax, ymin);

var p3:MapPoint = new MapPoint (xmax, ymax);

var p1:MapPoint = new MapPoint (xmin, ymax);

// square 四角数值

var d7:Number = data.getData(x, y);

var d9:Number = data.getData(x+1, y);

var d3:Number = data.getData(x+1, y+1);

var d1:Number = data.getData(x, y+1);

var mid:Number;

// isoband的顶点坐标

var pt1:MapPoint = null;

var pt2:MapPoint = null;

var pt3:MapPoint = null;

var pt4:MapPoint = null;

var pt5:MapPoint = null;

var pt6:MapPoint = null;

var pt7:MapPoint = null;

var pt8:MapPoint = null;

var squareState:String = getSquareState(stateMat, x, y);

switch (squareState) // total 81 cases

{

// no color

case "2222":

case "0000":

break;

// square

case "1111":

polygon.addRing([p7, p9, p3, p1]);

break;

// triangle 8 cases

case "2221":

x1 = p1.x + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

y2 = p1.y - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, p1.y);

pt2 = new MapPoint(p7.x, y2);

polygon.addRing([pt1, p1, pt2]);

break;

case "2212":

y1 = p3.y - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

x2 = p3.x - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

pt1 = new MapPoint(p9.x, y1);

pt2 = new MapPoint(x2, p1.y);

polygon.addRing([pt1, p3, pt2]);

break;

case "2122":

x1 = p9.x - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

y2 = p9.y + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

pt1 = new MapPoint(x1, p7.y);

pt2 = new MapPoint(p9.x, y2)

polygon.addRing([pt1, p9, pt2]);

break;

case "1222":

x1 = p7.x + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

y2 = p7.y + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, p7.y);

pt2 = new MapPoint(p7.x, y2);

polygon.addRing([p7, pt1, pt2]);

break;

case "0001":

x1 = p3.x - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

y2 = p7.y + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, p1.y);

pt2 = new MapPoint(p7.x, y2);

polygon.addRing([pt1, p1, pt2]);

break;

case "0010":

y1 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

x2 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

pt1 = new MapPoint(xmax, y1);

pt2 = new MapPoint(x2, ymax);

polygon.addRing([pt1, p3, pt2]);

break;

case "0100":

x1 = p7.x + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

y2 = p3.y - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

pt1 = new MapPoint(x1, p9.y);

pt2 = new MapPoint(p9.x, y2);

polygon.addRing([pt1, p9, pt2]);

break;

case "1000":

x1 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

y2 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmin, y2);

polygon.addRing([p7, pt1, pt2]);

break;

// trapezoid 8 cases

case "2220":

x1 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

x2 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

y1 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

y2 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, p1.y);

pt2 = new MapPoint(x2, p1.y);

pt3 = new MapPoint(p7.x, y1);

pt4 = new MapPoint(p7.x, y2);

polygon.addRing([pt1, pt2, pt3, pt4]);

break;

case "2202":

y1 = ymax - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

y2 = ymax - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

x1 = xmax - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

x2 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

pt1 = new MapPoint(xmax, y1);

pt2 = new MapPoint(xmax, y2);

pt3 = new MapPoint(x1, ymax);

pt4 = new MapPoint(x2, ymax);

polygon.addRing([pt1, pt2, pt3, pt4]);

break;

case "2022":

x1 = p9.x - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

x2 = p9.x - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

y1 = p9.y + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

y2 = p9.y + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

pt1 = new MapPoint(x1, p9.y);

pt2 = new MapPoint(x2, p9.y);

pt3 = new MapPoint(p9.x ,y1);

pt4 = new MapPoint(p9.x, y2);

polygon.addRing([pt1, pt2, pt3, pt4]);

break;

case "0222":

x1 = p7.x + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

x2 = p7.x + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

y1 = p7.y + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

y2 = p7.y + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, p7.y);

pt2 = new MapPoint(x2, p7.y);

pt3 = new MapPoint(p7.x, y1);

pt4 = new MapPoint(p7.x, y2);

polygon.addRing([pt1, pt2, pt3, pt4]);

break;

case "0002":

x1 = p3.x - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

x2 = p3.x - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

y1 = p7.y + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

y2 = p7.y + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, p1.y);

pt2 = new MapPoint(x2, p1.y);

pt3 = new MapPoint(p1.x, y1);

pt4 = new MapPoint(p1.x, y2);

polygon.addRing([pt1, pt2, pt3, pt4]);

break;

case "0020":

y1 = p9.y + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

y2 = p9.y + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

x1 = p1.x + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

x2 = p1.x + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

pt1 = new MapPoint(p3.x, y1);

pt2 = new MapPoint(p3.x, y2);

pt3 = new MapPoint(x1, p3.y);

pt4 = new MapPoint(x2, p3.y);

polygon.addRing([pt1, pt2, pt3, pt4]);

break;

case "0200":

x1 = p7.x + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

x2 = p7.x + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

y1 = p3.y - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

y2 = p3.y - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

pt1 = new MapPoint(x1, p9.y);

pt2 = new MapPoint(x2, p9.y);

pt3 = new MapPoint(p9.x, y1);

pt4 = new MapPoint(p9.x, y2);

polygon.addRing([pt1, pt2, pt3, pt4]);

break;

case "2000":

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

x2 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

y1 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

y2 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymin);

pt3 = new MapPoint(xmin, y1);

pt4 = new MapPoint(xmin, y2);

polygon.addRing([pt1, pt2, pt3, pt4]);

break;

// rectangle 12 cases

case "0011":

y1 = p9.y + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

y2 = p7.y + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(p9.x, y1);

pt2 = new MapPoint(p7.x, y2);

polygon.addRing([pt1, p3, p1, pt2]);

break;

case "0110":

x1 = p7.x + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

x2 = p1.x + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

pt1 = new MapPoint(x1, p7.y);

pt2 = new MapPoint(x2, p1.y);

polygon.addRing([pt1, p9, p3, pt2]);

break;

case "1100":

y1 = p3.y - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

y2 = p1.y - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(p9.x, y1);

pt2 = new MapPoint(p7.x, y2);

polygon.addRing([p7, p9, pt1, pt2]);

break;

case "1001":

x1 = p9.x - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

x2 = p3.x - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

pt1 = new MapPoint(x1, p7.y);

pt2 = new MapPoint(x2, p1.y);

polygon.addRing([p7, pt1, pt2, p1]);

break;

case "2211":

y1 = p3.y - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

y2 = p1.y - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(xmax, y1);

pt2 = new MapPoint(xmin, y2);

polygon.addRing([pt1, p3, p1, pt2]);

break;

case "2112":

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

x2 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymax);

polygon.addRing([pt1, p9, p3, pt2]);

break;

case "1122":

y1 = ymin + (thArray[k+1] - d9) / (d3 - d9) \* squareWidth;

y2 = ymin + (thArray[k+1] - d7) / (d1 - d7) \* squareWidth;

pt1 = new MapPoint(xmax, y1);

pt2 = new MapPoint(xmin, y2);

polygon.addRing([p7, p9, pt1, pt2]);

break;

case "1221":

x1 = xmin + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

x2 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymax);

polygon.addRing([p7, pt1, pt2, p1]);

break;

case "2200":

y1 = ymax - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

y2 = ymax - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

y3 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

y4 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(xmax, y1);

pt2 = new MapPoint(xmax, y2);

pt3 = new MapPoint(xmin, y3);

pt4 = new MapPoint(xmin, y4);

polygon.addRing([pt1, pt2, pt3, pt4]);

break;

case "2002":

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

x2 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

x3 = xmax - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

x4 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymin);

pt3 = new MapPoint(x3, ymax);

pt4 = new MapPoint(x4, ymax);

polygon.addRing([pt1, pt2, pt3, pt4]);

break;

case "0022":

y1 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

y2 = ymin + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

y3 = ymin + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

y4 = ymin + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(xmax, y1);

pt2 = new MapPoint(xmax, y2);

pt3 = new MapPoint(xmin, y3);

pt4 = new MapPoint(xmin, y4);

polygon.addRing([pt1, pt2, pt3, pt4]);

break;

case "0220":

x1 = xmin + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

x2 = xmin + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

x3 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

x4 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymin);

pt3 = new MapPoint(x3, ymax);

pt4 = new MapPoint(x4, ymax);

polygon.addRing([pt1, pt2, pt3, pt4]);

break;

// hexagon 12 cases

case "0211":

x1 = xmin + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

x2 = xmin + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

y1 = ymax - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

y2 = ymin + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymin);

pt3 = new MapPoint(xmax, y1);

pt4 = new MapPoint(xmin, y2);

polygon.addRing([pt1, pt2, pt3, p3, p1, pt4]);

break;

case "2110":

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

x2 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

y1 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

y2 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymax);

pt3 = new MapPoint(xmin, y1);

pt4 = new MapPoint(xmin, y2);

polygon.addRing([pt1, p9, p3, pt2, pt3, pt4]);

break;

case "1102":

y1 = ymax - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

x1 = xmax - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

x2 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

y2 = ymin + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(xmax, y1);

pt2 = new MapPoint(x1, ymax);

pt3 = new MapPoint(x2, ymax);

pt4 = new MapPoint(xmin, y2);

polygon.addRing([p7, p9, pt1, pt2, pt3, pt4]);

break;

case "1021":

x1 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

y1 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

y2 = ymin + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

x2 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(xmax, y2);

pt4 = new MapPoint(x2, ymax);

polygon.addRing([p7, pt1, pt2, pt3, pt4, p1]);

break;

case "2011":

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

x2 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

y1 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

y2 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymin);

pt3 = new MapPoint(xmax, y1);

pt4 = new MapPoint(xmin, y2);

polygon.addRing([pt1, pt2, pt3, p3, p1, pt4]);

break;

case "0112":

x1 = xmin + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

x2 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

y1 = ymin + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

y2 = ymin + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymax);

pt3 = new MapPoint(xmin, y1);

pt4 = new MapPoint(xmin, y2);

polygon.addRing([pt1, p9, p3, pt2, pt3, pt4]);

break;

case "1120":

y1 = ymin + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

x1 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

x2 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

y2 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(xmax, y1);

pt2 = new MapPoint(x1, ymax);

pt3 = new MapPoint(x2, ymax);

pt4 = new MapPoint(xmin, y2);

polygon.addRing([p7, p9, pt1, pt2, pt3, pt4]);

break;

case "1201":

x1 = xmin + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

y1 = ymax - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

y2 = ymax - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

x2 = xmax - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(xmax, y2);

pt4 = new MapPoint(x2, ymax);

polygon.addRing([p7, pt1, pt2, pt3, pt4, p1]);

break;

case "2101":

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

y1 = ymax - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

x2 = xmax - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

y2 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(x2, ymax);

pt4 = new MapPoint(xmin, y2);

polygon.addRing([pt1, p9, pt2, pt3, p1, pt4]);

break;

case "0121":

x1 = xmin + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

y1 = ymin + (thArray[k+1] - d9) / (d3 - d9) \* squareWidth;

x2 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

y2 = ymin + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(x2, ymax);

pt4 = new MapPoint(xmin, y2);

polygon.addRing([pt1, p9, pt2, pt3, p1, pt4]);

break;

case "1012":

x1 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

y1 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

x2 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

y2 = ymin + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(x2, ymax);

pt4 = new MapPoint(xmin, y2);

polygon.addRing([p7, pt1, pt2, p3, pt3, pt4]);

break;

case "1210":

x1 = xmin + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

y1 = ymax - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

x2 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

y2 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(x2, ymax);

pt4 = new MapPoint(xmin, y2);

polygon.addRing([p7, pt1, pt2, p3, pt3, pt4]);

break;

// pentagon 24 cases

case "1211":

x1 = xmin + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

y2 = ymax - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y2);

polygon.addRing([p7, pt1, pt2, p3, p1]);

break;

case "2111":

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

y2 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmin, y2);

polygon.addRing([pt1, p9, p3, p1, pt2]);

break;

case "1112":

x1 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

y2 = ymin + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymax);

pt2 = new MapPoint(xmin, y2);

polygon.addRing([p7, p9, p3, pt1, pt2]);

break;

case "1121":

y1 = ymin + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

x2 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

pt1 = new MapPoint(xmax, y1);

pt2 = new MapPoint(x2, ymax);

polygon.addRing([p7, p9, pt1, pt2, p1]);

break;

case "1011":

x1 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

y2 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y2);

polygon.addRing([p7, pt1, pt2, p3, p1]);

break;

case "0111":

x1 = xmin + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

y2 = ymin + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmin, y2);

polygon.addRing([pt1, p9, p3, p1, pt2]);

break;

case "1110":

x1 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

y2 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymax);

pt2 = new MapPoint(xmin, y2);

polygon.addRing([p7, p9, p3, pt1, pt2]);

break;

case "1101":

y1 = ymax - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

x2 = xmax - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

pt1 = new MapPoint(xmax, y1);

pt2 = new MapPoint(x2, ymax);

polygon.addRing([p7, p9, pt1, pt2, p1]);

break;

case "1200":

x1 = xmin + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

y1 = ymax - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

y2 = ymax - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

y3 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(xmax, y2);

pt4 = new MapPoint(xmin, y3);

polygon.addRing([p7, pt1, pt2, pt3, pt4]);

break;

case "0120":

x1 = xmin + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

y1 = ymin + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

x2 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

x3 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(x2, ymax);

pt4 = new MapPoint(x3, ymax);

polygon.addRing([pt1, p9, pt2, pt3, pt4]);

break;

case "0012":

y1 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

x1 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

y2 = ymin + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

y3 = ymin + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(xmax, y1);

pt2 = new MapPoint(x1, ymax);

pt3 = new MapPoint(xmin, y2);

pt4 = new MapPoint(xmin, y3);

polygon.addRing([pt1, p3, pt2, pt3, pt4]);

break;

case "2001":

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

x2 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

x3 = xmax - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

y1 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymin);

pt3 = new MapPoint(x3, ymax);

pt4 = new MapPoint(xmin, y1);

polygon.addRing([pt1, pt2, pt3, p1, pt4]);

break;

case "1022":

x1 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

y1 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

y2 = ymin + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

y3 = ymin + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(xmax, y2);

pt4 = new MapPoint(xmin, y3);

polygon.addRing([p7, pt1, pt2, pt3, pt4]);

break;

case "2102":

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

y1 = ymax - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

x2 = xmax - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

x3 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(x2, ymax);

pt4 = new MapPoint(x3, ymax);

polygon.addRing([pt1, p9, pt2, pt3, pt4]);

break;

case "2210":

y1 = ymax - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

x1 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

y2 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

y3 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(xmax, y1);

pt2 = new MapPoint(x1, ymax);

pt3 = new MapPoint(xmin, y2);

pt4 = new MapPoint(xmin, y3);

polygon.addRing([pt1, p3, pt2, pt3, pt4]);

break;

case "0221":

x1 = xmin + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

x2 = xmin + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

x3 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

y1 = ymin + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymin);

pt3 = new MapPoint(x3, ymax);

pt4 = new MapPoint(xmin, y1);

polygon.addRing([pt1, pt2, pt3, p1, pt4]);

break;

case "1002":

x1 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

x2 = xmax - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

x3 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

y1 = ymin + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymax);

pt3 = new MapPoint(x3, ymax);

pt4 = new MapPoint(xmin, y1);

polygon.addRing([p7, pt1, pt2, pt3, pt4]);

break;

case "2100":

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

y1 = ymax - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

y2 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

y3 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(xmin, y2);

pt4 = new MapPoint(xmin, y3);

polygon.addRing([pt1, p9, pt2, pt3, pt4]);

break;

case "0210":

x1 = xmin + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

x2 = xmin + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

y1 = ymax - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

x3 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymin);

pt3 = new MapPoint(xmax, y1);

pt4 = new MapPoint(x3, ymax);

polygon.addRing([pt1, pt2, pt3, p3, pt4]);

break;

case "0021":

y1 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

y2 = ymin + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

x1 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

y3 = ymin + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(xmax, y1);

pt2 = new MapPoint(xmax, y2);

pt3 = new MapPoint(x1, ymax);

pt4 = new MapPoint(xmin, y3);

polygon.addRing([pt1, pt2, pt3, p1, pt4]);

break;

case "1220":

x1 = xmin + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

x2 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

x3 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

y1 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymax);

pt3 = new MapPoint(x3, ymax);

pt4 = new MapPoint(xmin, y1);

polygon.addRing([p7, pt1, pt2, pt3, pt4]);

break;

case "0122":

x1 = xmin + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

y1 = ymin + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

y2 = ymin + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

y3 = ymin + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(xmin, y2);

pt4 = new MapPoint(xmin, y3);

polygon.addRing([pt1, p9, pt2, pt3, pt4]);

break;

case "2012":

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

x2 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

y1 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

x3 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymin);

pt3 = new MapPoint(xmax, y1);

pt4 = new MapPoint(x3, ymax);

polygon.addRing([pt1, pt2, pt3, p3, pt4]);

break;

case "2201":

y1 = ymax - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

y2 = ymax - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

x1 = xmax - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

y3 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(xmax, y1);

pt2 = new MapPoint(xmax, y2);

pt3 = new MapPoint(x1, ymax);

pt4 = new MapPoint(xmin, y3);

polygon.addRing([pt1, pt2, pt3, p1, pt4]);

break;

// saddles - 8 sided 2 cases

case "2020":

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

x2 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

y1 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

y2 = ymin + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

x3 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

x4 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

y3 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

y4 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymin);

pt3 = new MapPoint(xmax, y1);

pt4 = new MapPoint(xmax, y2);

pt5 = new MapPoint(x3, ymax);

pt6 = new MapPoint(x4, ymax);

pt7 = new MapPoint(xmin, y3);

pt8 = new MapPoint(xmin, y4);

mid = (d7 + d9 + d3 + d1) / 4;

if (mid < thArray[k]){

polygon.addRing([pt1, pt2, pt7, pt8]);

polygon.addRing([pt3, pt4, pt5, pt6]);

}

else if (mid < thArray[k+1]){

polygon.addRing([pt1, pt2, pt3, pt4, pt5, pt6, pt7, pt8]);

}

else{

polygon.addRing([pt1, pt2, pt3, pt4]);

polygon.addRing([pt5, pt6, pt7, pt8]);

}

break;

case "0202":

x1 = xmin + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

x2 = xmin + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

y1 = ymax - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

y2 = ymax - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

x3 = xmax - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

x4 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

y3 = ymin + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

y4 = ymin + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymin);

pt3 = new MapPoint(xmax, y1);

pt4 = new MapPoint(xmax, y2);

pt5 = new MapPoint(x3, ymax);

pt6 = new MapPoint(x4, ymax);

pt7 = new MapPoint(xmin, y3);

pt8 = new MapPoint(xmin, y4);

mid = (d7 + d9 + d3 + d1) / 4;

if (mid < thArray[k]){

polygon.addRing([pt1, pt2, pt3, pt4]);

polygon.addRing([pt5, pt6, pt7, pt8]);

}

else if (mid < thArray[k+1]){

polygon.addRing([pt1, pt2, pt3, pt4, pt5, pt6, pt7, pt8]);

}

else{

polygon.addRing([pt1, pt2, pt7, pt8]);

polygon.addRing([pt3, pt4, pt5, pt6]);

}

break;

// saddles: 6 sided 4 cases

case "0101":

mid = (d7 + d9 + d3 + d1) / 4;

if (mid < thArray[k]){

x1 = p7.x + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

y2 = p3.y - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

pt1 = new MapPoint(x1, p9.y);

pt2 = new MapPoint(p9.x, y2);

polygon.addRing([pt1, p9, pt2]);

x1 = p3.x - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

y2 = p7.y + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, p1.y);

pt2 = new MapPoint(p7.x, y2);

polygon.addRing([pt1, p1, pt2]);

}

else{

x1 = xmin + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

y1 = ymax - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

x2 = xmax - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

y2 = ymin + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(x2, ymax);

pt4 = new MapPoint(xmin, y2);

polygon.addRing([pt1, p9, pt2, pt3, p1, pt4]);

}

break;

case "1010":

mid = (d7 + d9 + d3 + d1) / 4;

if (mid < thArray[k]){

x1 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

y2 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmin, y2);

polygon.addRing([p7, pt1, pt2]);

y1 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

x2 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

pt1 = new MapPoint(p9.x, y1);

pt2 = new MapPoint(x2, p1.y);

polygon.addRing([pt1, p3, pt2]);

}

else{

x1 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

y1 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

x2 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

y2 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(x2, ymax);

pt4 = new MapPoint(xmin, y2);

polygon.addRing([p7, pt1, pt2, p3, pt3, pt4]);

}

break;

case "2121":

mid = (d7 + d9 + d3 + d1) / 4;

if (mid < thArray[k+1]){

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

y1 = ymin + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

x2 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

y2 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(x2, ymax);

pt4 = new MapPoint(xmin, y2);

polygon.addRing([pt1, p9, pt2, pt3, p1, pt4]);

}

else{

x1 = p9.x - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

y2 = p9.y + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

pt1 = new MapPoint(x1, p7.y);

pt2 = new MapPoint(p9.x, y2)

polygon.addRing([pt1, p9, pt2]);

x1 = p1.x + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

y2 = p1.y - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, p1.y);

pt2 = new MapPoint(p7.x, y2);

polygon.addRing([pt1, p1, pt2]);

}

break;

case "1212":

mid = (d7 + d9 + d3 + d1) / 4;

if (mid < thArray[k+1]){

x1 = xmin + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

y1 = ymax - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

x2 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

y2 = ymin + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(x2, ymax);

pt4 = new MapPoint(xmin, y2);

polygon.addRing([p7, pt1, pt2, p3, pt3, pt4]);

}

else{

x1 = p7.x + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

y2 = p7.y + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, p7.y);

pt2 = new MapPoint(p7.x, y2);

polygon.addRing([p7, pt1, pt2]);

y1 = p3.y - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

x2 = p3.x - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

pt1 = new MapPoint(p9.x, y1);

pt2 = new MapPoint(x2, p1.y);

polygon.addRing([pt1, p3, pt2]);

}

break;

// saddles 7 sided 8 cases

case "2120":

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

y1 = ymin + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

x2 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

x3 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

y2 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

y3 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(x2, ymax);

pt4 = new MapPoint(x3, ymax);

pt5 = new MapPoint(xmin, y2);

pt6 = new MapPoint(xmin, y3);

mid = (d7 + d9 + d3 + d1) / 4;

if (mid < thArray[k+1]){

polygon.addRing([pt1, p9, pt2, pt3, pt4, pt5, pt6]);

}

else{

polygon.addRing([pt1, p9, pt2]);

polygon.addRing([pt3, pt4, pt5, pt6]);

}

break;

case "2021":

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

x2 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

y1 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

y2 = ymin + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

x3 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

y3 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymin);

pt3 = new MapPoint(xmax, y1);

pt4 = new MapPoint(xmax, y2);

pt5 = new MapPoint(x3, ymax);

pt6 = new MapPoint(xmin, y3);

mid = (d7 + d9 + d3 + d1) / 4;

if (mid < thArray[k+1]){

polygon.addRing([pt1, pt2, pt3, pt4, pt5, p1, pt6]);

}

else{

polygon.addRing([pt1, pt2, pt3, pt4]);

polygon.addRing([pt5, p1, pt6]);

}

break;

case "1202":

x1 = xmin + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

y1 = ymax - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

y2 = ymax - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

x2 = xmax - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

x3 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

y3 = ymin + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(xmax, y2);

pt4 = new MapPoint(x2, ymax);

pt5 = new MapPoint(x3, ymax);

pt6 = new MapPoint(xmin, y3);

mid = (d7 + d9 + d3 + d1) / 4;

if (mid < thArray[k+1]){

polygon.addRing([p7, pt1, pt2, pt3, pt4, pt5, pt6]);

}

else{

polygon.addRing([p7, pt1, pt6]);

polygon.addRing([pt2, pt3, pt4, pt5]);

}

break;

case "0212":

x1 = xmin + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

x2 = xmin + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

y1 = ymax - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

x3 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

y2 = ymin + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

y3 = ymin + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymin);

pt3 = new MapPoint(xmax, y1);

pt4 = new MapPoint(x3, ymax);

pt5 = new MapPoint(xmin, y2);

pt6 = new MapPoint(xmin, y3);

mid = (d7 + d9 + d3 + d1) / 4;

if (mid < thArray[k+1]){

polygon.addRing([pt1, pt2, pt3, p3, pt4, pt5, pt6]);

}

else{

polygon.addRing([pt1, pt2, pt5, pt6]);

polygon.addRing([pt3, p3, pt4]);

}

break;

case "0102":

x1 = xmin + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

y1 = ymax - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

x2 = xmax - (thArray[k] - d3) / (d1 - d3) \* squareWidth;

x3 = xmax - (thArray[k+1] - d3) / (d1 - d3) \* squareWidth;

y2 = ymin + (thArray[k+1] - d7) / (d1 - d7) \* squareHeight;

y3 = ymin + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(x2, ymax);

pt4 = new MapPoint(x3, ymax);

pt5 = new MapPoint(xmin, y2);

pt6 = new MapPoint(xmin, y3);

mid = (d7 + d9 + d3 + d1) / 4;

if (mid < thArray[k]){

polygon.addRing([pt1, p9, pt2]);

polygon.addRing([pt3, pt4, pt5, pt6]);

}

else{

polygon.addRing([pt1, p9, pt2, pt3, pt4, pt5, pt6]);

}

break;

case "0201":

x1 = xmin + (thArray[k] - d7) / (d9 - d7) \* squareWidth;

x2 = xmin + (thArray[k+1] - d7) / (d9 - d7) \* squareWidth;

y1 = ymax - (thArray[k+1] - d3) / (d9 - d3) \* squareHeight;

y2 = ymax - (thArray[k] - d3) / (d9 - d3) \* squareHeight;

x3 = xmax - (thArray[k] - d3) / (d1- d3) \* squareWidth;

y3 = ymin + (thArray[k] - d7) / (d1 - d7) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymin);

pt3 = new MapPoint(xmax, y1);

pt4 = new MapPoint(xmax, y2);

pt5 = new MapPoint(x3, ymax);

pt6 = new MapPoint(xmin, y3);

mid = (d7 + d9 + d3 + d1) / 4;

if (mid < thArray[k]){

polygon.addRing([pt1, pt2, pt3, pt4]);

polygon.addRing([pt5, p1, pt6]);

}

else{

polygon.addRing([pt1, pt2, pt3, pt4, pt5, p1, pt6]);

}

break;

case "1020":

x1 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

y1 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

y2 = ymin + (thArray[k+1] - d9) / (d3 - d9) \* squareHeight;

x2 = xmin + (thArray[k+1] - d1) / (d3 - d1) \* squareWidth;

x3 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

y3 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(xmax, y1);

pt3 = new MapPoint(xmax, y2);

pt4 = new MapPoint(x2, ymax);

pt5 = new MapPoint(x3, ymax);

pt6 = new MapPoint(xmin, y3);

mid = (d7 + d9 + d3 + d1) / 4;

if (mid < thArray[k]){

polygon.addRing([p7, pt1, pt6]);

polygon.addRing([pt2, pt3, pt4, pt5,]);

}

else{

polygon.addRing([p7, pt1, pt2, pt3, pt4, pt5, pt6]);

}

break;

case "2010":

x1 = xmax - (thArray[k+1] - d9) / (d7 - d9) \* squareWidth;

x2 = xmax - (thArray[k] - d9) / (d7 - d9) \* squareWidth;

y1 = ymin + (thArray[k] - d9) / (d3 - d9) \* squareHeight;

x3 = xmin + (thArray[k] - d1) / (d3 - d1) \* squareWidth;

y2 = ymax - (thArray[k] - d1) / (d7 - d1) \* squareHeight;

y3 = ymax - (thArray[k+1] - d1) / (d7 - d1) \* squareHeight;

pt1 = new MapPoint(x1, ymin);

pt2 = new MapPoint(x2, ymin);

pt3 = new MapPoint(xmax, y1);

pt4 = new MapPoint(x3, ymax);

pt5 = new MapPoint(xmin, y2);

pt6 = new MapPoint(xmin, y3);

mid = (d7 + d9 + d3 + d1) / 4;

if (mid < thArray[k]){

polygon.addRing([pt1, pt2, pt5, pt6]);

polygon.addRing([pt3, p3, pt4]);

}

else{

polygon.addRing([pt1, pt2, pt3, p3, pt4, pt5, pt6]);

}

break;

default:

break;

}

}

}

dstPolygonVec[k] = polygon;

//DrawToolBox.qyPolygon(dstLayer, polygon, 0, 0, 0.8, colorArray[k]);

}

return dstPolygonVec;

function getSquareState(mat:qyMatrix, x:int, y:int):String

{

var str:String = '';

str += String(mat.getData(x, y));

str += String(mat.getData(x + 1, y));

str += String(mat.getData(x + 1, y + 1));

str += String(mat.getData(x, y + 1));

return str;

}

}